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1. (a) (2 marks) Write a program segment (c-statements) corresponding to the following: (1) declaring a file pointer (2) opening a file, with file name "abc.txt", for writing (file must be created if it does not exist); and writing the string "Hello World" to the file opened in (2).
$\square$
(b) (2 marks) Write the output for the when the following main () function is executed.
```
void circular(int *a, int b, int *c) {
        int temp;
        temp = *a;
        *a = b;
        b = *c;
        *c = temp;
}
int main() {
    int x = 2, y = 3, z = 4;
    circular(&x,y,&z);
    printf("%d %d %d\n",x,y,z);
}
```

(c) (2 marks) Write the output for the when the following main () function is executed.

```
void foo(int x) {
    if( x > 5 ) foo(x-1);
    printf("%d ",x);
}
int main() {
    foo(9);
}
```

(d) (4 marks) Consider the sequence of numbers:

$$
\begin{aligned}
& x_{0}=2 \\
& x_{1}=2+\frac{1}{2} \\
& x_{2}=2+\frac{1}{2+\frac{1}{2}} \\
& x_{3}=2+\frac{1}{2+\frac{1}{2+\frac{1}{2}}}
\end{aligned}
$$

Write a function to compute the value of $x_{i}$ given $i$.
2. (a) (5 marks) Write a function insert () to insert an integer $x$ into a sorted array $A$ [ ] (sorted in ascending order) congtaining $n$ integers so that the array remains sorted after insertion. Return the length of the new array.
int insert (int $x$, int $A[]$, int $n$ ) \{
$\square$
\}
(b) (5 marks) Write a function insertionsort () that takes an array A [] containing n integers as input and uses insertion sort to sort the array by making calls to the function insert (). Note: To get credit you must use calls to insert () appropriately. void insertionsort (int A[], int n) \{
$\square$
\}
3. Consider a program that stores 8 -bit binary numbers in two's - complement representation, using nullterminated character arrays (c-strings). For example, 16 is stored as string ' $00010000^{\prime \prime}$. Complete the following functions to implement the program.
(a) (5 marks) Write the function bin2 dec (), which takes as input a character array a, encoding a 8 -bit number in two's complement representation, and returns the decimal value for the encoded string as integer.
int bin2dec(char a[]) \{
$\qquad$
_

```
    if( a[0] == '1' ) { // negative number
        for(
```

$\qquad$

``` ) \{
```

$\qquad$
$\qquad$
\}
\} else \{ // positive number
for $($
$\qquad$ ) \{
$\qquad$
$\qquad$
\}
\}
return ret;
\}
(b) (5 marks) Write the function add ( ) which takes two strings a and b, containing two 8-bit binary numbers represented in two's complement form as input, and returns their sum as an 8 bit two's complement number in a null-terminated character array, c. You are not allowed to call any functions here. There will be no marks if you convert the numbers to integers, add them, and convert back to binary.

```
void add(char a[], char b[],char c[]) {
```

$\qquad$
$\qquad$
// loop over the strings
for (___) \{
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
\}
$\qquad$
$\qquad$
\}
(c) (1 mark) Complete the function main ( ) , which takes two strings A and B in two's complement format as input from the keyboard, prints the strings and their values (using bin2 dec () function),
adds them (using add () function) and prints the result as binary string and corresponding decimal value.

```
int main() {
    char a[9], b[9],c[9];
    //read a and b from user and print them in both binary and decimal
```

$\qquad$
$\qquad$
//add and store the result in c

```
    // print c in both binary and decimal
```

$\qquad$
$\qquad$
\}
4. What will be printed when the following programs/ program segments execute? Write only the output that will be printed if the program is executed within the box.
(a) (2 marks) Following program is executed as: . /a. out Hello World

```
int main(int argc, char *argv[]) {
```

    printf("\%d\n", argc);
    \}
$\square$
(b) (2 marks) int a [10]; printf("\%ld", (\&a[7]-\&a[3]));
$\square$
(c) (3 marks) char s[3][5];
printf(\%ld\n,(\&s[2][2]-\&s[1][1]));
(d) (5 marks) int main()

```
{
    int array[10] = {4,3,5,6,1,2,9,8,5,4}, n=10, c, d, swap;
    for (c = 0 ; c < ( n - 1 ); c+=2) {
        for (d = 0 ; d < n - c - 2; d++) {
            if ( ( (d%2 == 0) && (array[d] > array[d+2]) ) ||
                        ( (d%2 == 1) && (array[d] < array[d+2]) ) )
                {
                    swap = array[d];
                    array[d] = array[d+2];
                    array[d+2] = swap;
            }
        }
    }
    for ( c = 0 ; c < n ; c++ )
        printf("%d ", array[c]);
    printf("\n" );
    return 0;
}
```

5. The following definition may be used for the rest of this question.
```
typdfef struct {
    float x;
    float y;
} POINT;
```

(a) (2 marks) Define a structure struct Rectangle to store a rectangle whose sides are parallel to the x and the y axis, in terms of coordinate of vertices of lower left and upper right vertices.
$\square$
(b) (3 marks) Write a function int inside (POINT p, struct Rectangle r) that returns 1 if the point p is inside or on the rectangle r , and 0 otherwise.
$\square$
(c) (5 marks) Write a function that takes an array of rectangles of type (struct Rectabgle) and the number of rectangles as parameters, and returns a rectangle that is the smallest rectangle enclosing all the given rectangles.
6. Consider the following data type definition for representing elements of a linked list.

```
struct node {
    int data ;
    struct node * next;
}
```

(a) (5 marks) Write an append () function that takes two lists, a and b, appends b onto the end of $a$, and returns the head of the new list. Fill in the missing segments in the function below.
struct node * append (struct node *a, struct node * b) \{
struct node * new ;
if ( $a==$ NULL) \{

7. (5 marks) Consider an abstract data type of a queue containing integer data elements with the following specifications of the interface functions:

```
void enqueue (QUEUE *q, int element);
    /* Insert an element in the queue */
int dequeue (QUEUE *q);
    /* Remove an element from the queue */
queue *create();
    /* Create a new queue */
int isempty (QUEUE *q);
    /* Check if queue is empty */
int size (QUEUE *q);
    /* Return the no. of elements in queue */
```

Given a Queue Q, write a function that will find the max element in the queue. You may only use queue operations such as eneque, dequeue, size etc.. No other data structure can be used other than queues. Queue must remain intact after finding the max.

```
int findmax (QUEUE *q) {
int max,i;
// initialize max with the first element
```

// for all remaining elements
for (
$\qquad$ ) \{
$\qquad$
$\qquad$
$\qquad$
$\qquad$

```
        }
    return max;
}
```

8. (10 marks) Consider the following implementation of a priority queue (Pqueue), a list of integers which are sorted in descending order (highest first), using doubly linked lists. A doubly linted list is a linked list where one stores the pointers to both previous (left) and next (right) elements, shown in the figure below. The priority queue is used in the main program for sorting 10 randomly generated numbers. rand () function generates pseudo-random integers. Fill in parts of the insert function, so that the sorted property of priority queue is maintained. Note that you may receive pointer to any node of the list, not necessarily head node.

```
typedef struct pqueue {
    int item;
    struct _pqueue *left, *right;
} Pqueue;
int main() {
    Pqueue *p=NULL;
    int i;
    for(i=0;i<10;i++) {
        p=insert(p,rand()%200);
    }
    while(p->left != NULL) p=p->left;
    while(p->right != NULL) {
        printf("%d ", p->item);
        p=p->right;
    }
    printf("%d\n", p->item);
}
```

//insert a in $p$ an return the pointer of the inserted node
Pqueue *insert(Pqueue *p, int a) \{
Pqueue *curr;
//allocate memory and initialize all fields
curr=(Pqueue *)malloc(sizeof(Pqueue));
curr->item=a;
curr->left=curr->right=NULL;
//insert in empty list
if ( $p==$ NULL) return curr;
if (p->item > a ) \{
//insert to the left
while( p->left != NULL) \{

```
if (p->item <= a) {
// stop before reaching end
```

```
            return curr;
        }
}
//insert in left end
```

```
    return curr;
} else {
//insert to right
    while( p->right != NULL) {
```

        if(p->item >= a) \{
        // stop before reaching end
    $\qquad$
$\qquad$
$\qquad$
$\qquad$
return curr;
\}
\}
//insert in right end
$\qquad$
$\qquad$
return curr;
\}
\}
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